Nim Game Strategy

## Nim Game Description:

"Nim" is a two-player game played with sticks. The sticks are divided into piles. The player alternate turns. On each player's turn they may remove any number of sticks from one of the piles, up to the number of sticks remaining in that pile; but they can only take from a single pile on a given turn. The goal is to take the last stick. Whoever takes the last stick wins. So the goal is to make the other person clear out all but one pile, so you can take all the sticks in that last pile. Etc.

## Winning Strategy / Kernel of the game:

**We define the "kernel" of a game to be a set of game states including all winning states and such that if the state of the game is in the kernel, it is not possible to make a move which keeps it in the kernel, whereas if the state is not in the kernel, it IS possible to make a move which gets it into the kernel.**

**In other words, if I'm playing with a winning strategy based on my observation that a particular set is the kernel for the game, then when it's the opponent’s move the game will be in a kernel state. Opponent’s move will necessarily take it out of the kernel. My move will restore it to a kernel state because this is always possible from a non-kernel state, whereas opponent’s move will always take it out because if I present my opponent with a kernel state, he cannot keep it in the kernel. And eventually, I will move it to a kernel state which is the winning state, i.e. I will win.**

## Example:

The rule is: in the kernel === all zeroes in parity computation (bitwise xor).

Suppose There are 3 piles which are 3, 7 ,9. Now if we represent them in binary we get :

0011 = 3

0111 = 7

1001 = 9

============

1101 = 13

Now If we do an bitwise Xor operation we will get 1101, which is not in the kernel i.e. not a winning state. Suppose here us tale 5 from the largest pile.

0011

0111

0100 (4)

====

0000

Thus we’ve moved into the kernel. This is the winning strategy of Nim Game.

Now we will analyze some variations of Nim.

**LightOJ 1186 - Incredible Chess**

You are given an **n x n** chess board. Only pawn is used in the 'Incredible Chess' and they can move forward or backward. In each column there are two pawns, one white and one black. White pawns are placed in the lower part of the board and the black pawns are placed in the upper part of the board.

The game is played by two players. Initially a board configuration is given. One player uses white pieces while the other uses black. In each move, a player can move a pawn of his piece, which can go forward or backward any positive integer steps, but it cannot jump over any piece. White gives the first move.

The game ends when there is no move for a player and he will lose the game. Now you are given the initial configuration of the board. You have to write a program to determine who will be the winner.
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Example of a Board

# Input

Input starts with an integer **T (≤ 200)**, denoting the number of test cases.

Each case starts with an integer **n (3 ≤ n ≤ 100)** denoting the dimension of the board. The next line will contain **n** integers, **W0, W1, ..., Wn-1** giving the position of the white pieces. The next line will also contain **n** integers, **B0, B1, ... Bn-1** giving the position of the black pieces. **Wi** means the row position of the white piece of **ith** column. And **Bi** means the row position of the black piece of **ith** column. You can assume that **(0 ≤ Wi < Bi < n)**for**(0 ≤ i < n)** and at least one move is remaining.

# Output

For each case, print the case number and **'white wins'** or **'black wins'** depending on the result.

|  |  |
| --- | --- |
| Sample Input | Output for Sample Input |
| 2  6  1 3 2 2 0 1  5 5 5 3 1 2  7  1 3 2 2 0 4 0  3 4 4 3 1 5 6 | Case 1: black wins  Case 2: white wins |

**PROBLEM SETTER: JANE ALAM JAN**

## Analysis:

|  |  |
| --- | --- |
| 2 | B |
| 3 |  |
| 4 |  |
| 5 |  |
| 6 | W |

At First let us consider for a single column chess board. Now the game may end only if the there is no blank position between white piece and black piece . So in this case the kernel/ winning strategy of the game is all zeroes.

So in the above example there are 3 (011) blank positions. So as I am the white player I will make 3 moves to make it zero (000).Thus I will always try to force my opponent to have the kernel state (the zero state).

Now let us consider the game having multiple columns so multiple blank position .So there bitwise Xor operations gives the state [kernel state]. If we have anything other than zero we are sure white wins vice versa.

## Source Code

#include <stdio.h>

int arr[MAX];

int main(void)

{

int cas,loop=0,n,sum,val;

scanf("%d",&cas);

while(cas--)

{

scanf("%d",&n);sum=0;

for(int i=0;i<n;i++) scanf("%d",&arr[i]);

for(int i=0;i<n;i++) scanf("%d",&val),sum^= Abs(val-arr[i] )-1 ;

if(sum) printf("Case %d: white wins\n",++loop);

else printf("Case %d: black wins\n",++loop);

}

return 0;

}

**LightOJ 1192 - Left Right**

Two players, Alice and Bob are playing a strange game in a **1 x n** board. The cells are numbered from **0** to **n-1**, where the left most cell is marked as cell **0**. Each cell can contain at most one piece.

**![C:\Users\Imitaz Shakil\Desktop\a1.png](data:image/png;base64,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)**

Fig 1: an example

There are two kinds of pieces, gray and white. Alice moves all gray pieces, and bob moves all white ones. The pieces alternate, that is, leftmost piece is gray, next is white, next to that is gray, then it's white again, and so on. There will always be equal number of black and gray pieces. Alice can only move pieces to the right. Bob can only move pieces to the left.

At each move, a player selects one piece and moves that piece, either to its left (Bob) or to its right (Alice), any number of cells (at least 1) but, it can neither jump over other pieces, nor it can move outside the board. The players alternate their turns.

For example, if Alice decides to move the left most gray piece, these two moves are available to her.
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Fig 2: Moving the gray piece one cell to the right
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Fig 3: Moving the gray piece two cells to the right

Alice moves first. The game ends, when someone is unable to make any move, and loses the game. You can assume that, both of them play optimally (that is, if it is possible to apply a strategy that will ensure someone's win, he/she will always use that strategy).

Now you are given a configuration of a board, you have to find the winner.

# Input

Input starts with an integer **T (≤ 200)**, denoting the number of test cases.

Each case starts with a line containing an integer **k (1 ≤ k ≤ 100)** denoting the number of gray pieces in the board. The next line contains **2k** distinct integers (in ascending order) denoting the position of the pieces. The first integer denotes a gray piece, the second integer denotes a white piece, the next integer denotes a gray piece and so on. All the integers will lie in the range **[0, 109]**. Assume that **n** is sufficiently large to contain all the pieces. And at least one move is remaining.

# Output

For each case, print the case number and **'Alice'** or **'Bob'** depending on the winner of the game.

|  |  |
| --- | --- |
| Sample Input | Output for Sample Input |
| 2  2  0 3 7 9  2  1 3 7 9 | Case 1: Alice  Case 2: Bob |

**PROBLEM SETTER: JANE ALAM JAN**

## Analysis:

Here if we make the observation that when either a white piece or a gray piece moves its position gets fixed. So now the problem is for each pair of white and gray piece we calculate the moves left. This can be considered the piles of a nim. So it has the same kernel state as Nim Game. So as Gray piece makes the move first it must always try to make its opponent fall into kernel state. We also know that it is always possible to reach from non-kernel state to kernel state.

So we Bitwise Xor the moves for each pair of white and gray piece. If it is zero first player loses or vice versa.

## Source Code

#include <stdio.h>

int main(void)

{

int cas,loop=0,k,val,sum,val2;

scanf("%d",&cas);

while(cas--)

{

sum=0;scanf("%d",&k);for(int i=0;i<k;i++) scanf("%d %d",&val,&val2) , sum^=(val2-val)-1;

if(sum) printf("Case %d: Alice\n",++loop);

else printf("Case %d: Bob\n",++loop);

}

return 0;

}

**LightOJ 1247 - Matrix Game**

Given an **m x n** matrix, where **m** denotes the number of rows and **n** denotes the number of columns and in each cell a pile of stones is given. For example, let there be a **2 x 3** matrix, and the piles are

2 3 8

5 2 7

That means that in cell(1, 1) there is a pile with 2 stones, in cell(1, 2) there is a pile with 3 stones and so on.

Now Alice and Bob are playing a strange game in this matrix. Alice starts first and they alternate turns. In each turn a player selects a row, and can draw any number of stones from any number of cells in that row. But he/she must draw at least one stone. For example, if Alice chooses the 2nd row in the given matrix, she can pick 2 stones from cell(2, 1), 0 stones from cell (2, 2), 7 stones from cell(2, 3). Or she can pick 5 stones from cell(2, 1), 1 stone from cell(2, 2), 4 stones from cell(2, 3). There are many other ways but she must pick at least one stone from all piles. The player who can't take any stones loses.

Now if both play optimally who will win?

# Input

Input starts with an integer **T (≤ 100)**, denoting the number of test cases.

Each case starts with a line containing two integers: **m** and **n (1 ≤ m, n ≤ 50)**. Each of the next **m** lines contains **n** space separated integers that form the matrix. All the integers will be between **0** and **109**(inclusive).

# Output

For each case, print the case number and **'Alice'** if Alice wins, or **'Bob'** otherwise.

|  |  |
| --- | --- |
| Sample Input | Output for Sample Input |
| 2  2 3  2 3 8  5 2 7  2 3  1 2 3  3 2 1 | Case 1: Alice  Case 2: Bob |

**PROBLEM SETTER: JANE ALAM JAN**

## Analysis:

Here if we observe that the entire row can be considered as a pile because internally it doesn’t matter which one was picked which one was not. So we sum the value of an entire row and then do bitwise Xor for each row. Now like Nim it has the same kernel state i.e. if we can force the opponent to have zero state then it ensures our victory.

For the first player if bitwise Xor gives kernel state then he has no choice but to make it non-kernel state. And again the second player can make it kernel state for him. So the first player will lose. But if we have some value in bitwise Xor then it will be the other way around and first player will win. Thus the problem turns out to be very simple and straightforward Nim game theory.

## Source Code

#include <stdio.h>

int main(void)

{

int cas,loop=0,row,col,ans,val,sum;

scanf("%d",&cas);

while(cas--)

{

scanf("%d %d",&row,&col);

ans=0;

for(int i=0;i<row;i++,sum=0)

{

for(int j=0;j<col;j++)

{

scanf("%d",&val);

sum+=val;

}

ans^=sum;

}

if(ans) printf("Case %d: Alice\n",++loop);

else printf("Case %d: Bob\n",++loop);

}

return 0;

}

Misère Nim Game Strategy

SPOJ Problem Set (classical)

3969. M&M Game

Problem code: MMMGAME

Little John is playing very funny game with his younger brother. There is

one big box filled with M&Ms of different colors. At first John has

to eat several M&Ms of the same color. Then his opponent has to make a turn.

And so on. Please note that each player has to eat at least one M&M

during his turn. If John (or his brother) will eat the last M&M from the

box he will be considered as a looser and he will have to buy a new candy box.

Both of players are using optimal game strategy. John starts first always.

You will be given information about M&Ms and your task is to determine a

winner of such a beautiful game.

**Input**

The first line of input will contain a single integer T – the number of

test cases. Next T pairs of lines will describe tests in a following format.

The first line of each test will contain an integer N –

the amount of

different M&M colors in a box. Next line will contain N integers Ai,

separated by spaces – amount of M&Ms of i-th color.

Constrains:

1 <= T <= 474,

1 <= N <= 47,

1 <= Ai <= 4747

**Output**

Output T lines each of them containing information about game winner.

Print “John” if John will win the game or “Brother” in other case.

**Sample**

Sample input:

2

3

3 5 1

1

1

Sample output:

John

Brother

## Analysis:

This type of game is known as Misère Nim in which in which the player to take the last object loses.Thus slightly different technique is followed here.

**Winning Strategy:**

Here the first player to give the opponent one (0001) state wins(after bitwise Xor) because this means that the other player needs to pick it up making him the last person thus ensuring his defeat.

So we can devise a strategy such that we will play normal nim until a situation arises where there is only One board of some tiles such that if we pick all tiles except one then the opponent must loose.

**Exception: If there are some boards all of size 1 then if odd number of boards are availbale then first player loses and if there are even number of boards then first player wins.**

## Source Code

#include <stdio.h>

int main(void)

{

int cas,k,sum,val,flag;

scanf("%d",&cas);

while(cas--)

{

sum=0;flag=0;

scanf("%d",&k);

for(int i=0;i<k;i++)

{

scanf("%d",&val);

if(val>1) flag=1;

sum^=val;

}

if(flag)

{

if(sum) puts("John");

else puts("Brother");

}

else if(k%2) puts("Brother");

else puts("John");

}

return 0;

}}

Sprague–Grundy theorem

# Impartial:

A combinatorial game G is impartial if for any position, both players have the same set of possible moves.

# Positions in Impartial Games:

For any position H in an impartial game, there is a set of possible positions which either player can move to {H1, H2, … … , Hn } and we write H={H1, H2, … … , Hn } to indicate this. Note that the original game is then G = { G1 , G2 , … … , Gn } .

# Minimal Excluded Principle:

Let G ≡ { \*a1 , \*a2 , … … , \*an } and let b be the smallest nonnegative integer not in { \*a1, \*a2, … … , \*an } Then G≡\*b.

Proof:

Let H be an arbitrary combinatorial game. To prove the proposition, it suffices to show that H+G and H+ \*b always has the same winning player. To see this, let us suppose that player i has a winning strategy in H + \*b and let’s take the role of this player in H+G. We shall now pretend that G is actually \*b and follow our winning strategy in this pretend game. If we are the first player to play in the game G , then whatever move we made while pretending G was \*b is available in G , and afterward our pretend game is becomes the true game , so following our strategy gets us a win. Similarly, if the other player plays first in G, but moves G to a position which was available in \*b , then our pretend game becomes the actual game , and following our strategy gets us a win. The only complication is if the other player is first to play in G and chooses to move G to the position \*ai where ai > b . This move was not available in our pretend game. However, we can counter it on our next move by returning this Nim heap to \*b , now , each player has lost a turn, but the pretend game has turned into the true one, so our strategy will get us a win.

# Sprague-Grundy Analysis:

For every finite impartial game G there exist ( a ∑ N ) so that G≡ \*a.

Proof:

We proceed by induction on the depth of the game ( the length of the longest possible game) . As a base case, if there are no legal moves , then G≡\*0. For the inductive step, suppose that G ={ G1, G2, … … , Gn } . Then in each of the games G1, G2, … … , Gn has smaller depth than G , so by induction each Gi is equivalent to \*ai for some ai  ∑ N . Thus G ={ G1, G2, … … , Gn } ≡ { \*a1, \*a2, … … , \*an }. It now follows from the previous lemma that G≡\*b where b is the smallest integer not in { a1, a2, … … , an }.

# Playing Sums of Combinatorial Games:

If G1, G2, … … , Gk are impartial combinatorial games, and b1 , b2 , … … , bk  are nonnegative integers so that Gi ≡ \*bi for every 1≤ i ≤ k then the game

G1+ G2+ … …+Gk ≡ \*b1 + \*b2 + … … + \*bk ≡ \*( b1 XOR b2 XOR … … XOR bk ) where XOR means bitwise Xclusive OR.

Furthermore, we can use this information to find optimal strategies in the game G1+ G2+ … …+Gk . For instance, consider the game below

![](data:image/png;base64,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)

Suppose that game of Chop is equivalent to \*2,

The Nim heap is equivalent to \*6, and

The game of pick-Up Blocks is equivalent to \*1 . Thus, this game is equivalent to \*2 + \*6 + \*1 ≡ \*5 . It follows that an optimal move for the first player is to pick up 3 tokens from the Nim game , which will move this position to one equivalent to \*2 + \*3 + \*1 ≡ 0.

**LightOJ 1199 - Partitioning Game**

Alice and Bob are playing a strange game. The rules of the game are:

1.      Initially there are **n** piles.

2.      A pile is formed by some cells.

3.      Alice starts the game and they alternate turns.

4.      In each tern a player can pick any pile and divide it into two unequal piles.

5.      If a player cannot do so, he/she loses the game.

Now you are given the number of cells in each of the piles, you have to find the winner of the game if both of them play optimally.

# Input

Input starts with an integer **T (≤ 1000)**, denoting the number of test cases.

Each case starts with a line containing an integer **n (1 ≤ n ≤ 100)**. The next line contains **n** integers, where the ith integer denotes the number of cells in the ith pile. You can assume that the number of cells in each pile is between **1** and **10000**.

# Output

For each case, print the case number and **'Alice'**or **'Bob'** depending on the winner of the game.

|  |  |
| --- | --- |
| Sample Input | Output for Sample Input |
| 3  1  4  3  1 2 3  1  7 | Case 1: Bob  Case 2: Alice  Case 3: Bob |

# Explanation

In case 1, Alice has only 1 move, she divides the pile with 4 cells into two unequal piles, where one pile has 1 cell and the other pile has 3 cells. Now it's Bob's turn. Bob divides the pile with 3 cells into two piles, where one pile has 1 cell and another pile has 2 cells. So, now there are three piles having cells 1, 1, 2. And Alice loses, since she doesn't have any moves now.

**PROBLEM SETTER: JANE ALAM JAN**

## Analysis:

In this problem each pile can be divided in many ways.Now For N , if we can find out the nimvalue aka nimber of each pair of these new 2 piles which makes N and xor them then we will get all possible \*a. Now we iterate and find the minimum \*b which is not among these { \*a1, \*a2, … … , \*an } . Note that \*b has to be the minimum .

So what we are basically trying to do is :

1. For N find all possible pair of piles such that pile i and pile N-i where i not equal to N-i that is i!=N-i .
2. Let us assume we know nimber for each of these piles i where i<N .
3. We do Xor operation on each of these pair i.e nimber[i]^nimber[N-i] and track the value \*a
4. Now we find the minimum \*b not in { \*a1, \*a2, … … , \*an }.
5. This \*b is the nimber of N i.e. nimber[N] = b.
6. Now according to Sums of combinatorial Game for each N if we xor all their nim values we will get the answer.
7. If we find anything other than zero then first player wins else second player wins.

## Example:

Suppose we have two piles 7 and 11.First we try to figure out the nimvalue of 7 . How we get this is given below :

|  |  |  |
| --- | --- | --- |
| found value of \*a | | |
|  | 1 | 2 |

Nimber[7]=0

\*a=1 \*a=2 \*a=1

Nimber[1] ^Nimber[6] Nimber[2]^Nimber[5] Nimber[3]^Nimber[4]

Assume we know the nimber of the following piles. We want to find nimber of 7.

Nimber[ 1 ] = 0

Nimber[ 2 ] = 0

Nimber[ 3 ] = 1

Nimber[ 4 ] = 0

Nimber[ 5 ] = 2

Nimber[ 6 ] = 1

## Now if there were another pile of value 11 we can find its nimvalue the same way. Here if the this new piles nimber value was 2 i.e. nimber [11] =2

Then we get nimber [7] =0 and nimber [11] =2 .

Nimber[7]^Nimber[11]=2.

Xor them both yields 2 which gives us the winning move. So the first player wins.

## Source Code

#include <map>

#include <queue>

#include <stack>

#include <cmath>

#include <cctype>

#include <set>

#include <bitset>

#include <algorithm>

#include <list>

#include <vector>

#include <sstream>

#include <iostream>

#include <stdio.h>

#include <string.h>

#include <stdlib.h>

#include <math.h>

#include <ctype.h>

using namespace std;

typedef long long ll;

typedef pair<int,int> paii;

typedef pair< ll, ll > pall;

#define PI (2.0\*acos(0))

#define ERR 1e-5

#define mem(a,b) memset(a,b,sizeof a)

#define pb push\_back

#define popb pop\_back

#define all(x) (x).begin(),(x).end()

#define mp make\_pair

#define SZ(x) (int)x.size()

#define oo (1<<25)

#define FOREACH(it,x) for(\_\_typeof((x).begin()) it=(x.begin()); it!=(x).end(); ++it)

#define Contains(X,item) ((X).find(item) != (X).end())

#define popc(i) (\_\_builtin\_popcount(i))

#define fs first

#define sc second

#define EQ(a,b) (fabs(a-b)<ERR)

#define MAX 10050

template<class T> T Abs(T x) {return x > 0 ? x : -x;}

template<class T> inline T sqr(T x){return x\*x;}

ll Pow(ll B,ll P){ ll R=1; while(P>0) {if(P%2==1) R=(R\*B);P/=2;B=(B\*B);}return R;}

int BigMod(ll B,ll P,ll M){ ll R=1; while(P>0) {if(P%2==1){R=(R\*B)%M;}P/=2;B=(B\*B)%M;} return (int)R;} /// (B^P)%M

int nimber[MAX];

int col[MAX];

void generate(int MAX\_value)

{

int range;

for(int i=1;i<MAX;i++)

{

range=( (i&1) ? i/2 : i/2 -1 );

for(int j=1;j<=range;j++)

{

col[ nimber[j]^nimber[i-j] ]=i;

}

for(int p=0;p<MAX;p++) if(col[p]!=i) {nimber[i]=p;break;}

}

}

int main(void)

{

generate(10005);

int cas,loop=0,ans,n,val;

scanf("%d",&cas);

while(cas--)

{

ans=0;

scanf("%d",&n);

while(n--) scanf("%d",&val) , ans^=nimber[val];

if(ans) printf("Case %d: Alice\n",++loop);

else printf("Case %d: Bob\n",++loop);

}

return 0;

}